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Abstract Object-oriented analysis and design have been more concerned
with system functionality, neglecting non-functional aspects; the result
is code which is tangled and difficult to maintain, contradicting main
principles of object orientation. Aspect Oriented Software Development
(AOSD) proposes the early specification of non-functional requirements.
However, a standard and homogenous vision of the AOSD terminology
is still missing. The goal of this work is to integrate AOSD concepts,
classic requirements engineering notions, and the new standard ISO/IEC
25030 on software quality requirements.The main result of this study is the
REASQ (REquirements, Aspects and Software Quality) conceptual model,
expressed in UML. All the modelling concepts are formalized into three
related ontologies, representing the ambits of aspect-orientation, software
quality and requirements engineering. The ontologies can be used as an
umbrella to specify quality requirements in aspect-oriented engineering
processes.
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1 Introduction

The importance of following a mature development process is relevant to software
engineering best practices. The software development process has evolved towards
process improvement, by guaranteeing to a certain extent the quality of the resulting
software product. However, how to describe and guarantee (have a precise rationale)
a quality software product according to this mature process is still unclear. In usual
practice, a precise rationale for software development is still missing, and often reduced
to just fill up a framework or template. Existing accepted software development
methods are driven more by the specification of the system functionality, rather than

Isi Castillo, Francisca Losavio, Alfredo Matteo, Jorgen Boegh. REquirements, Aspects and Software
Quality: the REASQ model. In Journal of Object Technology, vol. 9, no. 4, 2010, pages 69–91.
Available at http://www.jot.fm/contents/issue_2010_07/article4.html

http://www.jot.fm/copyright.html
http://www.jot.fm
http://www.jot.fm/contents/issue_2010_07/article4.html
http://www.jot.fm/contents/issue_2010_07/article4.html


70 · I. Castillo et al.

considering non-functional aspects, related to the behavior of the system functionality
or context. These are considered in general at later stages of development, contributing
to the scattering and tangling of the final code and contradicting the maintainability
property, claimed by the object-oriented software development paradigm.

The importance of a clear understanding and correct specification of requirements
is increased by the complexity of actual software systems. In particular, if they have
to respond to concerns such as interoperability, adaptability, availability and security,
which go far beyond the main system functionality or service offered by a software
component, because they can affect multiple components [6]. Hence, these concerns
should be considered very early, at the same time as the main functionality of the
system; at present, the requirements engineering discipline is trying to establish a
precise rationale to consider these kinds of requirements affecting multiple components.
For example, the user identification or login functionality in a commercial portal
must be compliant with the organization’s access control policy, implying a kind of
security issue. However, the user credit card acceptance functionality implies also the
intervention of a security mechanism, and both security mechanisms have different
implementations. Hence a security concern is entangled with two main functionalities,
making it difficult to understand, maintain and reuse the code produced according to
this design strategy; security is known as a crosscutting concern [1].

The early aspects research trend considers Aspect Oriented Requirements Engi-
neering (AORE) and Aspect Oriented Architectural Design (AOAD) [12, 14] to study
the early identification and handling of crosscutting concerns to improve the quality of
final code [5, 6, 12, 14, 33]. On the other hand, in the literature the concepts of aspect
and concern are frequently considered synonyms. In AORE, the terms requirement and
concern are used indistinctly and the crosscutting concerns are associated indistinctly
with the software product high level quality properties or quality requirements, such
as availability, reliability and low level quality attributes as response time, in the sense
of ISO/IEC 9126-1 [23]. Brito and Moreira [5, 6] propose and refine a generic model
at requirements engineering stage, for the early identification, separation, integration
and composition of crosscutting concerns as aspects. In particular, in [5] they extend
a work already presented by proposing a novel process for composition that introduces
the new notions of match point, dominant concern and LOTOS operators to define
composition rules. Additionally, they recommend the use of existing catalogues (e.g.
the NFR framework) to alleviate both the identification and the specification tasks. In
[6] they focus on the integration task, discussing how to compose crosscutting concerns
with other concerns. To accomplish this, they introduce the notion of match point
(an abstraction of the joint point concept [27]), to compose concerns they propose to
first identify match points and then, for each one, define a composition rule. They
define concerns as both functional and non-functional requirements and a crosscutting
concern as candidate aspect because it may be mapped later into an aspect. Moreover,
they indicate that some functional concerns can also be crosscutting concerns, and
therefore better handled as candidate aspects. Rosenhainer [33] defines crosscutting re-
quirements as the requirements intercrossing with other requirements. Two techniques
(identification through inspection and identification supported by information retrieval
techniques) are proposed for early identification and documentation of crosscutting
requirements from the general requirement specification, according to an aspect-mining
point of view to improve traceability between requirements, crosscutting concerns and
artifacts of the development process.

The works discussed above point out the lack of homogeneity in the terminology and
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that standards are not taken into account, making difficult in general the understanding
of the AOSD (Aspect-Oriented Software Development) paradigm. In this sense, domain
modeling with a focus on ontology is proposed towards a common language for reuse
[13]. An ontology provides a common vocabulary for specifying requirements for a
family of applications in the domain. Another research issue is the identification
and specification of requirements and their quality properties [3, 7, 29, 35, 39], to
establish the goals to be attained by a quality software product. In Chirinos et al. [8],
a conceptual model is proposed to identify quality requirements for software products
(RECLAMO), based on the quality views of ISO/IEC 9126-1 [23], presented in Figure 1.
This model aims to facilitate the tasks of the requirements engineer. It is used as a
tool for quality requirements specification in software architecture design, to establish
selection criteria for different architectural solutions. Recently, as part of new ISO/IEC
25030 standard for requirements SQuaRE [7, 21], which will be discussed more deeply
in section 3, provides also a classification of requirements sharing common points with
RECLAMO.

Figure 1 – RECLAMO [8]

The main goal of this work is to establish a unique conceptual model to clarify the
AOSD emergent terminology: aspect, composition, (functional, non-functional, cross-
cutting) concern, (functional, non-functional) quality or (inherent, assigned) property
requirements for the software product. This unified model, called REASQ (RE-
quirements, Aspects and Software Quality), will consider the new ISO/IEC SQuaRE
standard [21], integrating ISO/IEC 25030 and ISO/IEC 9126-1 [23] with a require-
ments classification model proposed in [8]. All the concepts used in the model will
be formalized by three related ontologies written in Protégé [18] to facilitate reuse,
representing the ambits of aspect-orientation, software quality and requirements engi-
neering respectively; the REASQ model will guide the integration of these ontologies,
which will be used as an umbrella to define an aspect-oriented quality requirements
engineering process.
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This article is structured as follows: Section 2 describes briefly the SQuaRE
standards family to specify the software product quality model, in particular the
standards ISO/IEC 25030 for software requirements identification, ISO/IEC 25010,
and ISO/IEC 9126-1 are discussed. Section 3 presents REASQ as a main result, the
conceptual model for the AOSD domain, with the main terms and associations and
illustrates a brief instantiation of the REASQ model to show its applicability to a case
study. Section 4 uses the REASQ model to define three related ontologies written in
Protégé to formalize further our results. Section 5 is dedicated to a brief survey of
related works about conceptual modeling in AOSD and the use of quality standards
for requirements specification. Finally the conclusion and future perspectives are
presented.

2 The SQuaRE ISO/IEC Standard

SQuaRE consists of a family of standards under the general title Software Prod-
uct Quality Requirements and Evaluation (Figure 2 illustrates the organization of
these families or divisions) [21, 22]. The divisions within the SQuaRE model are:
ISO/IEC 2500n - Quality Management Division, ISO/IEC 2501n - Quality Model
Division, ISO/IEC 2502n - Quality Measurement Division, ISO/IEC 2503n - Quality
Requirements Division and ISO/IEC 2504n - Quality Evaluation Division. In par-
ticular, ISO/IEC 25000-Guide to SQuaRE represents the umbrella document of the
SQuaRE series; it provides a general overview and guides to use the SQuaRE series.
This document contains the SQuaRE architecture, terminology, intended users and
associated parts of the series. ISO/IEC 25000 presents the whole SQuaRE series as
a collection of quality engineering instruments. We are interested in the ISO/IEC
25030 (quality requirements), and the ISO/IEC 25010 (quality model, formerly called
ISO/IEC 9126-1), which will be presented in what follows.

Figure 2 – Organization of the SQuaRE series of standards [21]

2.1 ISO/IEC 9126-1 and ISO/IEC 25010

Software products are constructed to be compliant with specific needs, required by its
user. Their quality is determined in the measure that these needs are accomplished.
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Software quality specification must be detailed and precise. The quality model is
a way to formalize this specification [4]. In the SQuaRE family of standards, the
ISO/IEC 25010 - Quality Model [22] will be an update of the current standard ISO/IEC
9126-1, with the same purpose of defining a quality model and providing a practical
guidance on its use. According to this standard, a quality model is defined as a
set of quality characteristics and their relations, providing a framework to specify
quality requirements and to evaluate the quality of a software product, offering as
well a common understanding and terminology of software quality. The six high
level characteristics are refined into sub-characteristics, in a multiple levels hierarchy;
the last abstraction level is constituted by the attributes, which are the measurable
elements, to which metrics can be assigned. A quality characteristic of a software
product is a set of properties describing and measuring this quality [23].

ISO/IEC 25010 is a revision of ISO/IEC 9126-1 [23], with minor changes. According
to the draft version [22], it basically maintains the same definitions and structure of
ISO/IEC (2001), however it offers eight characteristics: the same six characteristics
of ISO/IEC (2001), plus interoperability and security, which were eliminated from
the functionality sub-characteristics, for a total of eight high level characteristics.
This choice responds to the quality requirements specification of current software
applications, for example web services applications, where interoperability and security
are architectural main concerns. This work will consider ISO/IEC 9126-1 because is
the officially adopted standard.

The product quality is actually defined by three quality models: external, internal
(see Figure 3) and in use quality model (see Figure 4). Internal quality refers to
the static properties on the structure (such as the number of lines of code, modular
complexity, number of faults found in a sequence or activity diagram) of the software
product (conformed by all the intermediate products or artifacts) produced during
the development process. It provides a “white box” view of the product. External
quality is referred to software perspective on the computer system and it also refers to
evaluate the software execution in a testing environment, on the computer hardware
and applying an operating system (i.e. the measure of the number of faults detected
during a test is related to the faults present in the program). It provides a “black
box” view of product [23]. Finally the quality in use is perceived by the end users in
their context, during the execution of the final software product. Internal quality has
impact on external quality and this one on the quality in use. In this work, only the
internal and external quality views are considered, since we are concerned about the
early stages of the software development process.

2.2 ISO/IEC 25030

According to the recently adopted SQuaRE standard on quality requirements [21],
the software system is usually part of a larger and more complex system; software
requirements and system requirements are closely related and software requirements
cannot be considered in isolation. In consequence it is important to consider the
software quality requirements early in life cycle, as an important part of the specification
of the software requirements. This standard focuses software quality requirements
under a system perspective; they are categorized according to the quality model in the
ISO/IEC 25010 standard (formally the ISO/IEC 9126-1 quality model standard). The
quality model is hierarchically organized into characteristics and sub-characteristics,
until the attributes, which are the measurable elements. The attributes specify the
software quality requirements in terms of measures and target values. The standard
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Figure 3 – External and Internal Quality Model ISO/IEC 9126-1 [23]

Figure 4 – In Use Quality Model [23]

provides recommendations and guidance to specify these requirements; it should help
to ensure that they are in accordance with the stakeholders needs, stated clearly
and precisely, correct, complete, consistent, verifiable and measurable. The ISO/IEC
25030 - Quality Requirements [21] standard helps specifying quality requirements
either during software product quality requirements elicitation and analysis, or as an
input for an evaluation process, and is a useful complement to ISO/IEC 9126-1. In
particular, it provides a guide to identify software quality requirements, to validate
the completeness of requirements specification and identify quality assurance and
acceptance criteria for a software product. The system requirements are a precise
formulation of stakeholders requirements, these requirements are considered as the
technical view of requirements; system requirements are verifiable and state which
characteristic the system has to possess in order to satisfy the stakeholders requirements.
System requirements can include requirements for software, computer hardware, data,
mechanical system, human business organization, etc., and may come from a variety
of stakeholders including end users, organizations, and official bodies. ISO/IEC 25030
mainly focuses on software requirements (see Figure 5).

According to the categorization proposed in Figure 5, software requirements ad-
dress either the software product or the software development process. Software
product requirements include functional and quality requirements (inherent property
requirements) and managerial requirements (assigned property requirements). Func-
tional requirements include the application domain specific requirements as well as
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Figure 5 – System requirements categorization [21]

the user functional requirements; they require fulfilling quality goals, which are also a
kind of quality requirements. Quality requirements may also imply architectural and
structural requirements. Assigned property requirements represent requirements that
can be changed without changing the software, including for example requirements
for price, delivery date, product future and product supplier, so these are therefore
not considered to be a quality characteristic of the software. According to ISO/IEC
25030, functional requirements determine what the software is able to do and quality
requirements determine how well the software performs. In other words, quality
requirements show the degree to which the software is able to provide and maintain
its specified services. The software quality requirements have three different views (see
section 2.1): quality in use, external quality and internal quality requirements.

In what follows, the conceptual model relating three worlds AOSD, Requirements
Engineering and ISO/IEC Quality Standards is presented. It considers the AOSD
terminology, the ISO/IEC 9126-1 (the official version, since ISO/IEC 25010 is still
under discussion) for the quality properties specification, and integrates ISO/IEC
25030 with RECLAMO, for the software requirements categorization.

3 REASQ: Requirements, Aspects and Software Quality. A Con-
ceptual Model

The REASQ conceptual model, expressed in UML [24], facilitates reasoning on the
main notions inherent to an aspect-oriented quality requirements engineering discipline.
In the model the software requirement, concern and quality characteristic elements
are the main notions used to interrelate the terminology of three ambits: the require-
ments engineering discipline, the AOSD paradigm and the software product quality
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specification [21, 23, 22, 35, 8]). They are denoted by REQUIREMENTS, ASPECTS
and SOFTWARE QUALITY respectively in Figure 6.

3.1 Terminology

Basic concepts and terms used in the AOSD domain are extensions of the Aspect-
Oriented Programming (AOP) [25, 26, 27] terminology, where they were used at first.
In what follows the main terms are presented.

A concern is a property or interest point of a system [14, 17]. IEEE (2000) defines
concerns as those interests related to the system development and operation, or
any aspect that is critical and important for the stakeholder or participant in the
software project. Concerns include system constraints, such as reliability, distribution,
efficiency. In ISO/IEC 9126-1 [23] and ISO/IEC 25010 [22] a concern is a system
requirement, i.e. a consideration that must be taken into account to satisfy a system
goal. The concern notion appears in general to be related to a competence, an interest
point or field. Kiczales et al. [25] defines crosscutting concerns are concerns that
are found scattered in multiple modules or entangled in a unique module, such as
data persistency, access control, transaction security, error handling. In [32], they
are defined as those properties disseminated through the whole application code and
that cannot be encapsulated within a functional unit or module, since they affect and
crosscut the whole system. An aspect is defined in Filman et al. [14] as a modular
unit designed to implement a concern, from an AOP point of view. They can contain
code with the usual interface instructions: where, when, how to invoke it and what
must be executed. In the ontology presented by Van den Berg et al. [37], an aspect is
defined as a unit modularizing an otherwise crosscutting concern. In aspects languages,
aspects are common modular implementation units defined by declarations of aspect
type, similar to the class declaration in OO languages. Kiczales et al. [25] defines
a program or code aspect as a modular unit appearing in other program’s modular
units; it is similar to a class. He also defines an aspect as the structure encapsulating
a crosscutting concern [26, 27]. The scattering and tangling of code are troubles that
the AOP and AOSD paradigm are trying to solve. AOSD arises from AOP and the
need to identify and separate very clearly the crosscutting concerns, to produce a less
entangled and hence more maintainable code, considering the whole software lifecycle
[1]. The early separation of the crosscutting concerns and their composition into
aspects are the main research trends in the so called early aspects discipline. In this
paper an aspect is considered as a crosscutting concern, according to the definition
present in the ontology of aspect orientation [37]. Separation of concerns (SOC) is
an old term used first by Dijsktra [10] to enhance maintainability, as a principle to
encapsulate characteristics in separate entities to locate possible sensitive points to
changes and treat them separately in time. SOC has been defined as the ability to
identify, encapsulate and manipulate software parts relevant to a particular purpose
(i.e. concerns). SOC aims to reduce software complexity and improve understandability
and traceability through a development process, minimizing the impact of changes
during software evolution [19]. AOSD focuses on providing techniques to handle SOC.
AORE [14] includes techniques to identify and model crosscutting concerns, introducing
new mechanisms and abstractions to modularize and compose these concerns (i.e.
identify match points, identify conflicts, identify the dominant concern, and define
the composition rules). In Filman et al. [14], composition is defined abstractly as
the idea of bringing together separately created software elements (i.e. an aspect
involved with different core functionality modules). Non-functional requirements are
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considered system constraints, such as usability and reliability, related with the quality
of a service, i.e. the concern notion given by IEEE [20].

In the classic Requirements Engineering discipline, requirements are identified early
in the lifecycle and are specifications of what the system shall do and how the system
will be designed and implemented [35]. In Wiegers [39] they are descriptions of the
system behavior and its properties. They can also be constraints on the development
process. Wiegers [39] considers that software requirements include three distinct levels:
business rules, user requirements and functional requirements. In addition, every
system has an assortment of non-functional requirements. On the other hand, in
Rosenhainer [33] a requirement is considered a special kind of concern. In general,
a requirement specification is a textual description of the requirement expressed
as a simple statement, representing exactly a concern, avoiding the mentioning of
intercrossing with other requirements. However, it is generally accepted that some of
these requirements appear or affect others and also the artifacts produced during the
development process [14]. Generally, only two main groups of software requirements are
considered: functional and non-functional requirements [35]. Functional requirements
specify the software product functionality that must be implemented to satisfy the user
tasks. Moreover they must satisfy the business goals and describe what the developer
must implement. Non-functional requirements specify in general the constraints and/or
rules imposed on the functionality of the product by the organization environment
where it has to be executed.

3.2 The REASQ Model in details

It is assumed in general that requirements are descriptions of the system main be-
havior, of the properties or attributes of the system and/or of the constraints on the
development process and/or the execution environment [35]. Software requirements
are specified and derived from the system requirements, in the sense of ISO/IEC
25030. However we consider that the Business Rules, imposed by the organization
requiring the software product, can impose some of the system requirements. Business
rules can also come from an exterior organization that does not develop the software,
like for example a governmental institution. They can be related to using existing
components, with the life cycle, with the development methods and tools used (CMMI
for example), with the operational environment (other platforms) or with interfaces in
order to make the software more usable for other applications. Business rules are not
themselves software requirements because they exist outside the boundaries of any
specific software system, but they are inside the system boundaries. They often restrict
who can perform certain use cases or they dictate that the software system must
contain functionality to comply with the company policy. Sometimes business rules are
the origin of specific quality goals that are implemented as a mechanism or component,
in addition to the main user functionality. The softgoal model of Lamsweerde [28],
the Non-Functional Framework (NFR) of Chung et al. [9], or the recent approaches
of Brito and Moreira [5, 6], can be used to specify early this implicit functionality.
Therefore, the origin of certain software requirements can be traced back to a particular
business rule [39]. According to general agreement [35, 39, 8], in the literature we
found that software requirements are classified into functional and non-functional
requirements; in ISO/IEC 25030 non-functional requirements correspond directly to
the quality requirements (see Figure 5). So in the model we have the inheritance
relation to express that functional and quality requirements are a specialization of the
inherent property requirements (see Figure 6). Functional requirements capture the
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system behavior and can be expressed as services or components that must also fulfill
precise quality goals. Quality requirements specify the conditions that the system
must satisfy to constrain, condition or control the execution of the system components.

According to ISO/IEC 25030, a quality requirement is associated to a quality
characteristic and it is defined by a quality model (ISO/IEC 25010), which is used
to characterize the application domain. Quality requirements according to ISO/IEC
25030 are categorized by software quality in use, external and internal requirements
(expressed by inheritance relations). This specialization represents the software quality
view of requirements. In Figure 6 we have left the tag “ISO/IEC 25010 Quality Model”
to maintain the new SQuaRE family standards, but must be followed the guidance
proposed by ISO/IEC 9126-1. Business rules impose some of the software requirements
and originate implicit functionality. An implicit functionality can be considered as a
functional requirement not directly expressed by the user. In ([8]), it is focused as a
component introduced to respond to a specific quality requirement or to a business rule,
in the same sense as the operationalization feature in the NFR framework (Chung et al.,
2000). Moreover, when quality requirements are refined, they are sometimes expressed
as functional requirements (implicit functionality). On this basis, quality requirements
are specialized into global and specific quality requirements (expressed by inheritance
relation in the model), showing the requirements view. This approach can be traced
back to the early works of Dromey [11]. A global quality requirement is considered
ascribed to the overall system configuration, such as performance, reliability, portability
and interoperability, meaning that they must be considered by every component in
the configuration (see Figure 6). Global quality requirements however, are often
implemented as architectural styles, or by process mean (review, testing, etc.). They
are in particular related to the system overall architectural style or context, like for
example a SOA (Service Oriented Architecture) and the network environment. A
global quality requirement may only be relevant for a subset of the software, a set of
functions or subsystem. On the other hand, a specific quality requirement such as
security or accuracy can be satisfied by adding individual components, as an implicit
functionality, implying a mechanism to “operationalize” the requirement. They can be
proposed as “candidate aspects”, since they are like to crosscut functionalities.

The establishment of this quality requirements taxonomy is important to re-
duce complexity in the overall requirements specification of the application. Quality
characteristics are associated to inherent property requirement, for example the
“interoperability” quality characteristic is associated to the “communication among
heterogeneous platforms is needed” quality requirement. With respect to the ASPECT
ambit, a concern defines a software requirement and it is specialized into functional,
non-functional and crosscutting concerns. Notice that functional and non-functional
concerns could be omitted in the model, for the relation existing with the inherent
property requirements, which is straightforward. We have left them here to show that
a concern can crosscut both functional and non-functional requirements. Moreover a
crosscutting concern is implemented by an aspect and so an aspect can also imple-
ment an implicit functionality (provided it crosscuts some concern). A composition
mechanism brings together separately created software elements (i.e. aspects with
core functionality modules), an aspect is defined by a composition mechanism which
has associated a pointcut. A pointcut is an expression that identifies a specific point
or a set of points in the execution of a system. The joint points where the associated
aspect advice should be executed, is also defined by the composition mechanism. A
joint point is a point of interest in some artifact in the software lifecycle through
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Figure 6 – REquirements, Aspects and Software Quality Model

which two o more concerns may be composed. An advice provides the actions that
will occur at the joint points and augments or constraints other concerns at the joint
points, matched by a pointcut. Pointcut, joint point and advice are essential elements
to implement an aspect [27, 37]. A quality characteristic, derived from an inherent
property requirement or from an implicit functionality, can be a potential crosscutting
concern. This issue is very important for the treatment of aspects at early stages of
software development, where the notion of candidate aspect is introduced [6]. In this
context, a crosscutting concern can be functional or non-functional (represented by the
specialization relation in the model in Figure 6). The ISO/IEC 25030 framework is
concerned only with the REQUIREMENTS ambit of the general system and does not
deal with the ASPECTS ambit; in the REASQ model instead, the relations between
these two ambits is established. Moreover, the software quality ambit of ISO/IEC
25010 (formally ISO/IEC 9126-1 must be used) is also modeled and related with the
other two. To conclude about the discussed terminology involved in three important

Journal of Object Technology, vol. 9, no. 4, 2010

http://www.jot.fm/contents/issue_2010_07/article4.html


80 · I. Castillo et al.

software engineering research topics, a concern corresponds to a software requirement
[33] that must be handled to solve some software problem [27]; it can be used in the
requirements engineering discipline and in architecture modeling. Using REASQ, a
mapping is established between the ISO/IEC standards and the emerging AOSD disci-
pline. Actually, non-functional concerns and quality requirements are related with one
or more quality characteristics of the standard quality model (potential crosscutting
concerns), which is a main goal of AOSD [1, 14]). There is a general agreement on the
fact that an aspect solves the problem of the crosscutting concerns (provided these
are identified), by encapsulating them in a modular structure, through a composition
mechanism [1, 12, 14]. This can be done early in the software development process
through a composition table [6], while modeling the system architecture, for example,
to facilitate the design and implementation stages.

3.3 Case Study: Instantiating the REASQ Model

This case study is based on a simplified version of an online toy store (an e-commerce
web-based application). A customer (web user) can buy a toy online registering an
account and specifying a login. The system provides options to the customer to browse
through the toy store on-line catalogue. A customer can add the currently selected toy
to, or remove from, his shopping car. When the customer wants to checkout, his goal is
to buy the current contents of their shopping car (using credit card), including paying
for the content and arranging delivery. Additionally, a customer can check the order
status and cancel an order (only if it has not been processed). A customer demands
to the system is secure operations, fast processing, and easy browsing through the
catalogue. The system must operate 365 days of the year.

In what follows, the most important elements of the REASQ model are illustrated
with the Toy Store Case Study. Figure 7 presents a simplified version of the use case
model, where we can identify the most important functional (use cases) and specific
quality requirements (included use cases as candidate aspects).

3.3.1 Business Rules

Some business rules to the Toy Store Systems are presented as follows.

• A customer must create an account to buy a toy online.

• A customer must have access from an arbitrary web browser.

• Only payments with credit card must be accepted.

• Credit card approval time must be less than 2 minutes.

3.3.2 Functional Requirements (from Inherent Property Requirements) and Quality
Requirements

An e-commerce web-based application is a portal type application that uses mainly
transactional and portal services. For this kind of applications, general concerns
(global quality requirements) are identified. The main overall functional requirements
and the architectural style are known studying the application domain [23]. They are
presented in what follows.
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Figure 7 – The Toy Store Use Case Model

Global Quality Requirements

Transactional

• Functionality: security (integrity),
accuracy.

• Reliability: availability

• Efficiency: response time, resource
utilization

Portal

• Portability: adaptability (scalabil-
ity)

• Efficiency: response time, resource
utilization

Specific Quality Requirements

From the problem description we can identify the main functional concerns and then
the specific quality requirements for the Toy Store System: login (security, efficiency),
create account (availability, efficiency), search for toys (accuracy, efficiency, availability),
checkout (security, efficiency, interoperability). In table 1, and following the early
aspect approach [5, 6, 12] these specific quality requirements have been including as
candidate aspects (potential crosscutting concerns). Non-functional concerns (quality
requirements) are identified and related with the functional requirements to identify
relevant crosscutting concerns. Table 1 presents some relevant REASQ elements and
synthesizes the composition of the main functional and quality requirements, focusing
on the relevant crosscutting concerns, denoted as “candidate aspects”. The crosscutting
concerns are actually quality goals that the functional concerns must accomplish
and can be implemented as aspects. Figure 7 illustrates the crosscutting concerns,
represented as stereotypes called “candidate aspects” use cases. Note that accuracy
appears in only one functional requirement; hence it is not a crosscutting concern.
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Functional
Require-
ment

Quality Goal Crosscutting Concern
(«candidate aspect »)

Login - Secure access and user validation must
be provided.

- security

- A friendly interface must be provided. - usability

Create
account

- Communication between other systems
must be guaranteed.

- interoperability

- A friendly interface must be provided. - usability
- Secure access and user validation must

be provided
- security

Search for
toys

- Communication between catalogues. - interoperability,
availability

- Fast responses must be guaranteed. - response time,
usability

- A friendly interface must be provided.

Checkout - Fast communication between other sys-
tems must be guaranteed.

- response time, inter-
operability

- Reliable and secure payment opera-
tions are required.

- security, accuracy

- A friendly interface must be provided. - usability

Table 1 – Composition: Functional Requirements, specific quality requirements and identi-
fied concerns

Interoperability and availability depends from the networking environment and the
service availability in a Service Oriented Architecture (SOA) style, and finally the user
interface component must deal with usability.

Quality Model

In particular, in our online Toy Store System the quality model has been defined from
the global and specific requirements shown above and is summarized as:

• Functionality: suitability, accuracy, security and interoperability.

• Reliability: maturity, fault tolerance (availability).

• Usability: understandability, operability, attractiveness.

• Efficiency: time behavior, resource utilization.

• Portability: adaptability.

4 Applying the REASQ Model to Define an Ontology

In what follows, the REASQ model will be used to define an ontology conformed
by three related ontologies corresponding to each ambit. In this way, the semantics
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expressed by the model will be formalized and can be easily reused by the software
community. An ontology is a formal and explicit specification of a conceptualization
[16], and contains the description of the concepts and relationships which exist in some
domain, using a formal language. It conforms a shared vocabulary, where domain rules
are also important. An ontology can be viewed as a shared knowledge of a domain
that can be communicated between humans and computer systems. Ontologies can
be integrated, reused and shared by different application domains, explaining the
growing interest of the scientific community in this area [15]. Several works have been
developed about ontologies involving software quality. Particularly, in Abran et al. [2]
the authors present an approach to build a Software Engineering Body of Knowledge
(SWEBOK) ontology to increase internal consistency and clarity. A specific example
of the benefits of an ontology is presented, along with an analysis of the term “quality”
in the current version of the SWEBOK Guide. The ontological approach has been
proposed for the WS (Web Service) domain mainly to unify notions on QoS (Quality
of Service). On the other hand, in W3C [40] an ontology and language have been
defined to improve the search of WS; in the WSMO language, WS descriptions consist
of non-functional, functional, and the behavioral aspects of a Web service. In Losavio
et al. [30] a view of the WS domain knowledge based on software quality is presented,
using an ontology to formalize its characterization and information retrieval. This
ontology integrates three standards on software product quality at different abstraction
levels, to unify terminology and characterize reusable domain knowledge; on the other
hand, to facilitate web services identification based on their quality properties.

4.1 Domain and scope of the REASQ Ontology

This section presents three related ontologies written in Protégé [18] and derived from
the REASQ model. These ontologies will cover the three REASQ ambits: aspect-
orientation, requirements engineering and software quality and will be integrated in
a general ontology named REASQ Ontology which will be used for the following
purposes:

• To integrate the main concepts used in AOSD with related requirements engi-
neering notions, and the recent ISO/IEC 25030 software quality requirements
categorization.

• To set the basis for a better understanding and consensus towards a common and
standard vocabulary for the emerging aspect oriented requirements engineering
discipline.

• To favor domain knowledge reutilization by the software engineering community.

• To present an umbrella for the definition of an aspect-oriented quality require-
ments engineering process.

The information in the ontology should provide answers to the following main
questions:

• How aspect-orientation terminology is related with requirements engineering
terminology?

• How aspect-orientation terminology is related with software quality terminology?
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• How the requirements engineering terminology is related with the software quality
terminology?

• How concerns are defined and related with software requirements?

• How crosscutting concerns are related with quality requirements?

• How software requirements are categorized according to the ISO/IEC 25030
standard?

• What are the quality characteristics of a quality model for a given application?

The structure of the REASQ model has been formalized with the specification
of the three ontologies mentioned above and shown in Figure 8. Moreover, Figure 9
presents the three ambits related ontologies as the REASQ Ontology, which shows
the main notions of the model, to facilitate understanding and reuse. They have been
implemented with the Protégé 3.4 version [18, 40]. The Protégé notation considers
rectangles to represent concepts (classes); relations among concepts are represented by
dotted lines with annotated roles. A full line indicates a hierarchy of concepts (class
generalization) with the “is-a” role (see Figure 8).

4.2 Terms

The list of the terms used in the ontologies corresponds to the terminology integrated
by the REASQ conceptual model (see section 3.2).

5 Related Work

There are few related works linking the aspect-oriented approach, the ISO/IEC 9126-1
standard to specify quality requirements and the discipline of requirements engineering.
We greatly favor the approaches using standards, because we believe that their use is
needed for a mature Software Engineering discipline, facilitating understanding and
communication among stakeholders. In Navarro et al. [31] is presented a proposal
to organize software requirements by integrating aspect-oriented techniques within
a goal-oriented approach for requirements. In their work, ISO/IEC 9126-1 is used
as a starting point to establish the possible concerns, relating the requirements with
the ISO/IEC 9126-1 quality characteristics. In particular, in this work, ISO/IEC
9126-1 provides an initial framework to elicit and organize goals and requirements and
then provide a wide set of concerns. A methodology for the concurrent definition of
software architectures is also used (ATRIUM). This model provides an initial view
of the concerns that could be meaningful for the system. They indicate that the
analyst can iteratively select what he/she considers proper and initiate its specification
and refinement, as they elicit the requirements; it could be convenient to incorporate
new concerns to properly include additional goals/requirements. Comparing with
REASQ model, ISO/IEC 9126-1 (now called ISO/IEC 25010) is used to relate the
requirement engineering terminology (following the new standard ISO/IEC 25030) with
the aspect-orientation and software quality, where a quantifiable quality characteristic
is directly associated with a crosscutting concern.

On the other hand, in Schauerhuber et al. [34] an initial version of a reference
architecture for Aspect-Oriented Modeling (AOM) is presented; this AOM reference
architecture represents a set of general assertions and normative assertions, which are
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true for AOM languages, as well as a technique for designing new AOM languages or for
extending existing (domain-specific) modeling languages with concepts of the aspect-
oriented paradigm. The reference architecture is presented as a UML class diagram;
the concepts used in the reference architecture have been refined to make them suitable
for the modeling level. In this work the concepts point out the design level view,
constituting a proper basis for a later code generation step, because reengineering code
at a certain point within a program requires the consideration of the full spectrum
of modeling concepts not present in programming languages. In the REASQ model
the terminology points out the establishment of a unique conceptual model to clarify
the AOSD emergent terminology from the requirements level view, and it focuses
more its usage at the early stages of software development, for example in architecture
modeling. Van den Berg et al. [37] present a report about a first public version of
ontology of aspect orientation, in particular a glossary for common AOSD terms, and
a proposal for a conceptual framework for crosscutting (which could be part of the
taxonomy for AOSD) are presented. They describe the definitions of an initial set of
core terms in AOSD. The initial definitions are based on the AOSD book by Filman
et al. [14]. After several reviews, they selected preferred definitions that are more
general, and for which there is general agreement. The REASQ Model, also presents a
taxonomy with concepts and their relations about the most representative terms of
aspect orientation (conceptual domain model), but these have been interrelated with
the new system requirements categorization of ISO/IEC 25030 [22] and the software
quality ambit of ISO/IEC 25010. The quantification of the quality characteristics
related to the concerns can help in the assignment of priority to a particular concern
or to solve tradeoffs among conflicting concerns, according to a soft-goal approach, for
example. Finally in Vanícěk [38] the standard series of SQuaRE is presented briefly, as
a contribution that tries to define the stakeholders requirements for software products,
to facilitate objective quality evaluation.

6 Conclusion

This work presents a common framework, a UML conceptual model called the REASQ
model and its specification as an integrated ontology implemented with the Protégé
tool, for the reasoning, understanding, handling and reuse of the main notions related
to the aspect oriented software development paradigm. REASQ integrates three
main research ambits in software engineering: classical requirements engineering,
standard software quality requirements and emerging AOSD. We believe that the use
of standards, even if it may seem restrictive, is in general a step towards the common
understanding of interacting working groups of different interests and nature, which
is the case of the software project development team and a main cause of software
failures. An example of the standards adoption by the software community is UML.
The REASQ model and ontology is a useful tool at early stages of development, for
example during the modeling of the system architecture, when requirements must be
clearly identified, classified and quantified. In the Web Services domain for example,
the ontology can ease the retrieval of the right metrics corresponding to a particular
quality of service, facilitating the search for the appropriate service. REASQ has been
used in different software engineering post graduated course projects and in some
research projects. We are working to use it to support the definition of a quality
requirements engineering process. In particular, the REASQ model and the derived
ontology is being applied to the characterization of the dependable systems domain,
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where the early handling of crosscutting concerns is of major importance.
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Figure 8 – Conceptual Models for: (a) Ontology of Aspect-Orientation ambit, (b) Ontology
of Software Quality ambit, (c) Ontology of Software Requirements ambit
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Figure 9 – Integrated Conceptual Model: The REASQ Ontology relating Aspect-
Orientation, Software Requirements and Software Quality.
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